# **Sahana Lakshmipathy\_AI&DS\_DSA\_DAY\_4**

**1.Kth Smallest Element**

Given an array arr[] and an integer k where k is smaller than the size of the array, the task is to find the kth smallest element in the given array.

Follow up: Don't solve it using the inbuilt sort function.

Examples :

Input: arr[] = [7, 10, 4, 3, 20, 15], k = 3

Output: 7

Explanation: 3rd smallest element in the given array is 7.

**Program:**

import java.util.PriorityQueue;

import java.util.Collections;

class Solution {

public static int kthSmallest(int[] arr, int k) {

// Create a max-heap with size k

PriorityQueue<Integer> maxHeap = new PriorityQueue<>(Collections.reverseOrder());

// Iterate over each element in the array

for (int num : arr) {

// Add the current element to the heap

maxHeap.add(num);

// If the heap size exceeds k, remove the largest element

if (maxHeap.size() > k) {

maxHeap.poll();

}

}

// The root of the max-heap is the k-th smallest element

return maxHeap.peek();

}

public static void main(String[] args) {

int[] arr = {7, 10, 4, 3, 20, 15};

int k = 3;

System.out.println("The " + k + "-th smallest element is " + kthSmallest(arr, k));

}

}

**Time Complexity : O(n)**
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**2. Minimize the Heights II**

Given an array arr[] denoting heights of N towers and a positive integer K.

For each tower, you must perform exactly one of the following operations exactly once.

Increase the height of the tower by K

Decrease the height of the tower by K

Find out the minimum possible difference between the height of the shortest and tallest towers after you have modified each tower.

You can find a slight modification of the problem here.

Note: It is compulsory to increase or decrease the height by K for each tower. After the operation, the resultant array should not contain any negative integers.

Examples :

Input: k = 2, arr[] = {1, 5, 8, 10}

Output: 5

Explanation: The array can be modified as {1+k, 5-k, 8-k, 10-k} = {3, 3, 6, 8}.The difference between the largest and the smallest is 8-3 = 5.

**Program:**

class Solution {  
 int getMinDiff(int[] arr, int k) {  
 int n = arr.length;  
 if (n == 1) return 0;  
  
 // Sort the array to handle heights in increasing order  
 Arrays.sort(arr);  
  
 // Calculate the initial difference between the highest and lowest values  
 int result = arr[n - 1] - arr[0];  
  
 // Initial boundaries after adding and subtracting K  
 int smallest = arr[0] + k;  
 int largest = arr[n - 1] - k;  
  
 // Traverse the sorted array and calculate the min possible difference  
 for (int i = 0; i < n - 1; i++) {  
 // Calculate the new potential minimum and maximum heights after adjustment  
 int minHeight = Math.min(smallest, arr[i + 1] - k);  
 int maxHeight = Math.max(largest, arr[i] + k);  
  
 // If minHeight goes negative, skip as it's invalid  
 if (minHeight < 0) continue;  
  
 // Update the result with the new minimum difference  
 result = Math.min(result, maxHeight - minHeight);  
 }  
  
 return result;  
 }

public static void main(String[] args) {

Solution sol = new Solution();

int[] arr = {1, 5, 8, 10}; int k = 2;

System.out.println("The minimum possible difference is: " + sol.getMinDiff(arr, k));

}   
}

**Time Complexity: O(nlogn)**

**3.Parenthesis Checker**

You are given a string s representing an expression containing various types of brackets: {}, (), and []. Your task is to determine whether the brackets in the expression are balanced. A balanced expression is one where every opening bracket has a corresponding closing bracket in the correct order.

Examples :

Input: s = "{([])}"

Output: true

Explanation:

- In this expression, every opening bracket has a corresponding closing bracket.

- The first bracket { is closed by }, the second opening bracket ( is closed by ), and the third opening bracket [ is closed by ].

- As all brackets are properly paired and closed in the correct order, the expression is considered balanced.

Input: s = "()"

Output: true

Explanation:

- This expression contains only one type of bracket, the parentheses ( and ).

- The opening bracket ( is matched with its corresponding closing bracket ).

- Since they form a complete pair, the expression is balanced.

**Program:**

import java.util.Scanner;

import java.util.Stack;

class parenthesesChecker {

    static boolean isParenthesisBalanced(String s) {

        Stack<Character> stack = new Stack<>();

        for (char c : s.toCharArray()) {

            if (c == '(' || c == '[' || c == '{') {

                stack.push(c);

            } else if (c == ')' && !stack.isEmpty() && stack.peek() == '(') {

                stack.pop();

            } else if (c == ']' && !stack.isEmpty() && stack.peek() == '[') {

                stack.pop();

            } else if (c == '}' && !stack.isEmpty() && stack.peek() == '{') {

                stack.pop();

            } else {

                return false;

            }

        }

        return stack.isEmpty();

    }

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        System.out.println("Enter a string with brackets to check if it's balanced:");

        String input = scanner.nextLine();

        boolean result = isParenthesisBalanced(input);

        if (result) {

            System.out.println("The brackets are balanced.");

        } else {

            System.out.println("The brackets are not balanced.");

        }

        scanner.close();

    }

}
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**Time complexity: O(n)**

**4.Equilibrium Point**

Given an array arr of non-negative numbers. The task is to find the first equilibrium point in an array. The equilibrium point in an array is an index (or position) such that the sum of all elements before that index is the same as the sum of elements after it.

Note: Return equilibrium point in 1-based indexing. Return -1 if no such point exists.

Examples:

Input: arr[] = [1, 3, 5, 2, 2]

Output: 3

Explanation: The equilibrium point is at position 3 as the sum of elements before it (1+3) = sum of elements after it (2+2).

**Program:**

class Solution {

// Function to find equilibrium point in the array.

public static int equilibriumPoint(int arr[]) {

int n = arr.length;

if (n == 1) return 1; // Single element is always the equilibrium point

int totalSum = 0;

for (int num : arr) {

totalSum += num;

}

int leftSum = 0;

for (int i = 0; i < n; i++) {

// Subtract current element from totalSum to get the right sum for index i

totalSum -= arr[i];

// Check if leftSum equals totalSum (right sum)

if (leftSum == totalSum) {

return i + 1; // Return 1-based index

}

// Add current element to leftSum for the next iteration

leftSum += arr[i];

}

return -1; // No equilibrium point found

}

public static void main(String[] args) {

int[] arr1 = {1, 3, 5, 2, 2};

System.out.println(equilibriumPoint(arr1)); // Output: 3

int[] arr2 = {1};

System.out.println(equilibriumPoint(arr2)); // Output: 1

int[] arr3 = {1, 2, 3};

System.out.println(equilibriumPoint(arr3)); // Output: -1

}

}
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**Time complexity: O(n)**

**5.Binary Search**

Given a sorted array arr and an integer k, find the position(0-based indexing) at which k is present in the array using binary search.

Note: If multiple occurrences are there, please return the smallest index.

Examples:

Input: arr[] = [1, 2, 3, 4, 5], k = 4

Output: 3

Explanation: 4 appears at index 3.

**Program:**

class Solution {

public int binarysearch(int[] arr, int k) {

int left = 0;

int right = arr.length - 1;

while (left <= right) {

int mid = left + (right - left) / 2;

if (arr[mid] == k) {

return mid; // Target found

} else if (arr[mid] < k) {

left = mid + 1; // Search in the right half

} else {

right = mid - 1; // Search in the left half

}

}

return -1; // Target not found

}

public static void main(String[] args) {

Solution sol = new Solution();

int[] arr = {1, 2, 3, 4, 5, 6, 7, 8, 9};

int k = 5;

System.out.println(sol.binarysearch(arr, k)); // Output: 4 (0-based index)

k = 10;

System.out.println(sol.binarysearch(arr, k)); // Output: -1 (not found)

}

}
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**Time complexity:O(1)**

**6.Next Greater Element**

Given an array arr[ ] of integers, the task is to find the next greater element for each element of the array in order of their appearance in the array. Next greater element of an element in the array is the nearest element on the right which is greater than the current element.

If there does not exist next greater of current element, then next greater element for current element is -1. For example, next greater of the last element is always -1.

Examples

Input: arr[] = [1, 3, 2, 4]

Output: [3, 4, 4, -1]

Explanation: The next larger element to 1 is 3, 3 is 4, 2 is 4 and for 4, since it doesn't exist, it is -1.

Input: arr[] = [6, 8, 0, 1, 3]

Output: [8, -1, 1, 3, -1]

Explanation: The next larger element to 6 is 8, for 8 there is no larger elements hence it is -1, for 0 it is 1 , for 1 it is 3 and then for 3 there is no larger element on right and hence -1.

**Program:**

import java.util.Stack;

public class NextGreaterElement {

public static int[] nextGreaterElements(int[] nums) {

int n = nums.length;

int[] result = new int[n]; // Array to store results

Stack<Integer> stack = new Stack<>(); // Stack to store indices

// Initialize the result array with -1 (default if no greater element is found)

for (int i = 0; i < n; i++) {

result[i] = -1;

}

for (int i = 0; i < n; i++) {

// While the current number is greater than the number corresponding to the index on the stack top

while (!stack.isEmpty() && nums[i] > nums[stack.peek()]) {

int index = stack.pop();

result[index] = nums[i]; // Update the result for that index

}

// Push the current index onto the stack

stack.push(i);

}

return result;

}

public static void main(String[] args) {

int[] nums = {4, 5, 2, 10, 8};

int[] result = nextGreaterElements(nums);

System.out.print("Next greater elements: ");

for (int res : result) {

System.out.print(res + " ");

}

}

}
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**Time complexity: O(n)**

**6.Union of two Arrays with Duplicates**

Given two arrays a[] and b[], the task is to find the number of elements in the union between these two arrays.

The Union of the two arrays can be defined as the set containing distinct elements from both arrays. If there are repetitions, then only one element occurrence should be there in the union.

Note: Elements are not necessarily distinct.

Examples

Input: a[] = [1, 2, 3, 4, 5], b[] = [1, 2, 3]

Output: 5

Explanation: 1, 2, 3, 4 and 5 are the elements which comes in the union setof both arrays. So count is 5.

**Program:**

import java.util.HashSet;

class Solution {

public static int doUnion(int[] a, int[] b) {

// Create a HashSet to store unique elements

HashSet<Integer> set = new HashSet<>();

// Add all elements of array a to the set

for (int num : a) {

set.add(num);

}

// Add all elements of array b to the set

for (int num : b) {

set.add(num);

}

// The size of the set is the count of distinct elements in the union

return set.size();

}

public static void main(String[] args) {

int[] a = {1, 2, 3, 4, 5};

int[] b = {1, 2, 3};

System.out.println(doUnion(a, b)); // Output: 5

}

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAioAAAAvCAYAAADNYuEpAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAR2SURBVHhe7d0/TBtnHMbxx9iExbKUDBFSF4QspUs6xDPugDdSlS2dvHkKibyxOcIbG2rClI2JqEtQwlaGwEyGdEKyLKQ2C0MqIS8J/tM732tzNj6w3cP3uv1+JDje1yffa4Pwo/d+915sfn6+pQDN4r4u7h1rrlQyPQBgD/5HDdbKv9G3R1Li1RPFK6bTAtf9vmwdc1j4Wx3ftUEFAGC7rBrFnOJbnQ/Agupbq2qcvtXc1mvTZ5tpHDOiQlABgGmXLutiLaOmaWoaPvAnMmYTgEwr0DkzHTYjqAAAAGvNmC0AAIB1CCoAAMBaBBUAAGAtggoAALDWGMW0nSrqquaKz0xfyPqrwSdRkd095i2+rq4JvIcAAPwH2DmjUilptrjifIivaPbU9I3NDQX7ushnTRsAAEyLMYLKiWLnzub8b6/Zz52ZcILB1+7XGzXS5jGbdcPRJGY4bngPAQBAW7gzKssv9XUtI33cbM+GeF/bUv6l2QEAAGB4IS74llWjvK66hqkn6V8tsBZ4f4eg+yN494U465sB8Z635QSlhJ46jydN/1Uzzj6zO4cj1MNcP+b2eNInulP6Uw3fft3jAACAkYVfo5K6a34I4M66mDDRmXW581Gqr+2rvmz2CUFs54l5/reKO203MFzO8qxchodh6mGGHXMqo29bOcVemeO8q6r5yAlvIb4uAAD+T0IMKoeKf6g620WvNqVY8Lp7ZNX4cbF9Twf/LENsZ1uJczmPlU2PTUYbc/ydb2bo4FM7JLW+o5AXAIBxhDujcvBMc8XN9ge4FlZNMa2vPiWdUzPlHPTLienoONRMpXbzbEwURhpzVYkD8yMAAPjXwj/1486slC5PfXRmWPynP2Kfg2o27lt7hdA0jhkAgGl3C0HFpz3D4tWIDHda52xgQa3dpnHMAABMh9sNKv0qv2vGret42F+/klUznZROP5n2mJZ/8F2V0+GtWdK898C0R3TbYwYAAIFCDCoF1ctXZ01a+Vw7PMQ/uJf8moLbhdWeU0Gt/FPVUzUl3r82PTeLfT5zvi9ePo97Zc5Pi6bhd6jYF2ez4IxjrFM04Y0ZAACMJsR1VBz9a5K0DbifzZVQ0buPt0bK4DVQ/OuS9O5X1WzxN7XK62pW+tcuMWu8pEzT0XmeYY813JiD13XpHQ8AABhGuEEFAAAgRJOtUQEAABgBQQUAAFiLoAIAAKxFUAEAANYiqAAAAGsRVAAAgLUIKgAAwFoEFQAAYC2CCgAAsBZBBQAAWMtbQr/wq97/POiGflXtPX4ubrsHAACi4Asq93W8+YteHJlHAAAAIsapHwAAYC2CCgAAsNY1NSrUpwAAgGh5QeWKJW3sriuTrFG3AgAAIhNw6udIL7aPVVNSD3JLpg8AAGCygmtUjv7SmbNJ3v3eawMAAExYcFApPJRbtVL9gyoVAAAQjcFBZWlDu25xbXVPz8kpAAAgIu1i2qWNXa1nkqbLU917TEgBAACRCrjqBwAAIHos+AYAAKxFUAEAANYiqAAAAEtJ/wAoCMR0+muOZwAAAABJRU5ErkJggg==)

**Time complexity: O(n+m)**